# Homework: Arrays, Lists, Stacks, Queues

This document defines the homework assignments from the ["Advanced C#" Course @ Software University](http://softuni.bg/courses/advanced-csharp/). Please submit as homework a single zip / rar / 7z archive holding the solutions (source code) of all below described problems.

## Sort Array of Numbers

Write a program to sort an array of numbers and then print them back on the console. The numbers should be entered from the console on a single line, separated by a space. Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| 6 5 4 10 -3 120 4 | -3 4 4 5 6 10 120 |
| 10 9 8 | 8 9 10 |

## Sort Array of Numbers Using Selection Sort

Write a program to sort an array of numbers and then print them back on the console. The numbers should be entered from the console on a single line, separated by a space. Refer to the examples for problem 1.

**Note:** Do not use the built-in sorting method, you should **write your own**. Use the [**selection sort algorithm**](https://en.wikipedia.org/wiki/Selection_sort).

***Hint****: To understand the sorting process better you may use a visual aid, e.g.* [*Visualgo*](http://visualgo.net/sorting.html)*.*

## Categorize Numbers

Write a program that reads N **floating-point numbers** from the console. Your task is to separate them in two sets, one containing only the **round numbers** (e.g. 1, 1.00, etc.) and the other containing the **floating-point numbers with non-zero fraction**. Print both arrays along with their minimum, maximum, sum and average (rounded to two decimal places). Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| 1.2 -4 5.00 12211 93.003 4 2.2 | [1.2, 93.003, 2.2] -> min: 1.2, max: 93.03, sum: 96.403, avg: 32.13  [-4, 5, 12211, 4] - > min: -4, max: 12211, sum: 12216, avg: 3054.00 |

## Sequences of Equal Strings

Write a program that reads an array of strings and finds in it all sequences of equal elements (comparison should be **case-insensitive**). The input strings are given as a single line, separated by a space. Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| hi yes yes yes bye | hi  yes yes yes  bye |
| SoftUni softUni softuni | SoftUni  softUni  softuni |
| 1 1 2 2 3 3 4 4 5 5 | 1 1  2 2  3 3  4 4  5 5 |
| a b b xxx c c c | a  b b  xxx  c c c |
| hi hi hi hi hi | hi hi hi hi hi |
| hello | hello |

## Longest Increasing Sequence

Write a program to find all **increasing** sequences inside an array of integers. The integers are given on a single line, separated by a space. Print the sequences in the order of their appearance in the input array, each at a single line. Separate the sequence elements by a space. Find also the longest increasing sequence and print it at the last line. If several sequences have the same longest length, print the **left-most** of them. Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| 2 3 4 1 50 **2 3 4 5** | 2 3 4  1 50  2 3 4 5  Longest: 2 3 4 5 |
| **8 9** 9 9 -1 5 2 3 | 8 9  9  9  -1 5  2 3  Longest: 8 9 |
| **1 2 3 4 5 6 7 8 9** | 1 2 3 4 5 6 7 8 9  Longest: 1 2 3 4 5 6 7 8 9 |
| 5 **-1 10 20** 3 4 | 5  -1 10 20  3 4  Longest: -1 10 20 |
| **10** 9 8 7 6 5 4 3 2 1 | 10  9  8  7  6  5  4  3  2  1  Longest: 10 |

## Subset Sums

Write a program that reads from the console a number N and an array of integers given on a single line. Your task is to find all **subsets** within the array which have a **sum equal to N** and print them on the console (the order of printing is not important). Find only the **unique subsets** by **filtering out repeating numbers first**. In case there aren't any subsets with the desired sum, print **"No matching subsets."** Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| 11  0 11 1 10 5 6 3 4 7 2 | 0 + 11 = 11  11 = 11  1 + 10 = 11  0 + 1 + 10 = 11  5 + 6 = 11  0 + 5 + 6 = 11  1 + 6 + 4 = 11  0 + 1 + 6 + 4 = 11  1 + 3 + 7 = 11  0 + 1 + 3 + 7 = 11  4 + 7 = 11  0 + 7 + 4 = 11  1 + 5 + 3 + 2 = 11  0 + 1 + 5 + 3 + 2 = 11  6 + 3 + 2 = 11  0 + 6 + 3 + 2 = 11  5 + 4 + 2 = 11  0 + 5 + 4 + 2 = 11 |
| 0  1 2 3 4 5 | No matching subsets. |
| -2  -5 4 92 0 928 1 -1 4 | -5 + 4 + -1 = -2  -5 + 4 + 0 + -1 = -2 |

*Hint: Search how to generate subsets of elements with a bitwise mask.*

## \* Sorted Subset Sums

Modify the program you wrote for the previous problem to print the results in the following way: each line should contain the **operands** (numbers that form the desired sum) in **ascending order**; the lines **containing fewer operands** should be printed **before** those with more operands; when two lines have the same number of operands, the one containing the **smallest operand** should be printed first. If two or more lines contain the same number of operands and have the same smallest operand, the order of printing is not important. Example:

|  |  |
| --- | --- |
| **Input** | **Output** |
| 11  0 11 1 10 5 6 3 4 7 2 | 11 = 11 -> *only one operand*  0 + 11 = 11 -> *two operands, smallest is 0*  1 + 10 = 11 -> *two operands, smallest is 1*  4 + 7 = 11  5 + 6 = 11  0 + 5 + 6 = 11 -> *three operands, smallest is 0*  0 + 4 + 7 = 11 -> *this line can be switched with the one above or with the one below (they all have three operands, smallest is 0)*  0 + 1 + 10 = 11  1 + 4 + 6 = 11  1 + 3 + 7 = 11  2 + 4 + 5 = 11  2 + 3 + 6 = 11  0 + 2 + 4 + 5 = 11  0 + 2 + 3 + 6 = 11  0 + 1 + 4 + 6 = 11  0 + 1 + 3 + 7 = 11  1 + 2 + 3 + 5 = 11  0 + 1 + 2 + 3 + 5 = 11 |
| 0  1 2 3 4 5 | No matching subsets. |
| -2  -5 4 92 0 928 1 -1 4 | -5 + -1 + 4 = -2  -5 + -1 + 0 + 4 = -2 |

*Ideas to help you out: You'll probably want to store all subset sums in a collection. You'll need to check if the collection has elements after you've checked all combinations for valid subsets. If the collection contains elements, you need to sort it by the criteria provided above. LINQ extension methods and lambda expressions can do this in just a few lines of code!*

## \* Lego Blocks

***This problem is from the Java Basics Exam (8 February 2015). You may check your solution*** [***here***](https://judge.softuni.bg/Contests/Practice/Index/69#2)***.***

You are given two **jagged arrays**. Each array represents a **Lego block** containing integers. Your task is first to **reverse** the second jagged array and then check if it would **fit perfectly** in the first jagged array. ![](data:image/png;base64,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)

The picture above shows exactly what fitting arrays mean. If the arrays fit perfectly you should **print out** the newly made rectangular matrix. If the arrays do not match (they do not form a rectangular matrix) you should print out the **number of cells** in the first array and in the second array combined. The examples below should help you understand the assignment better.

### Input

The first line of the input comes as an **integer** **number n** saying how many rows are there in both arrays. Then you have **2 \* n** lines of numbers separated by whitespace(s). The first **n** lines are the rows of the first jagged array; the next **n** lines are the rows of the second jagged array. There might be leading and/or trailing whitespace(s).

### Output

You should print out the combined matrix in the format:  
**[*elem, elem, …, elem*]  
[*elem, elem, …, elem*]  
[*elem, elem, …, elem*]**If the two arrays do not fit you should print out : **The total number of cells is: *count***

### Constraints

* The number n will be in the range [2 … 10].
* Time limit: 0.3 sec. Memory limit: 16 MB.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 2  1 1 1 1 1 1  2 1 1 3  1 1  2 2 2 3 | [1, 1, 1, 1, 1, 1, 1, 1]  [2, 1, 1, 3, 3, 2, 2, 2] |
| 2  1 1 1 1 1  1 1 1  1  1 1 1 1 1 | The total number of cells is: 14 |

# Problem 9 – \*Stuck Numbers

***This problem is from the Java Basics Exam (1 June 2014). You may check your solution*** [***here***](https://judge.softuni.bg/Contests/Practice/Index/14#0)***.***

You are given **n numbers**. Write a program to find among these numbers all sets of 4 numbers {**a**, **b**, **c**, **d**}, such that **a**|**b** == **c**|**d**, where **a** ≠ **b** ≠ **c** ≠ **d**. Assume that "**a**|**b**" means to append the number **b** after **a**. We call these numbers {**a**, **b**, **c**, **d**} **stuck numbers**: if we append **a** and **b**, we get the same result as if we appended **c** and **d**. Note that the numbers **a**, **b**, **c** and **d** should be distinct (**a** ≠ **b** ≠ **c** ≠ **d**).

### Input

The input comes from the console. The first line holds the **count** **n**. The next line holds **n integer numbers**, separated by a space. The input numbers will be **distinct** (no duplicates are allowed).

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

Print at the console all **stuck numbers** {**a**, **b**, **c**, **d**} found in the input sequence in format "**a**|**b**==**c**|**d**" (without any spaces), each at a separate line. The **order** of the output lines **is not important**. Print "**No**" in case no stuck numbers exist among the input sequence of numbers.

### Constraints

* The **count** **n** will be an integer number in the range [1 … 50].
* The input **numbers** will be **distinct** integers in the range [0 … 9999].
* Time limit: 0.5 sec. Memory limit: 16 MB.

### Examples

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| 5  2 51 1 75 25 | 2|51==25|1  25|1==2|51 | 7  2 22 23 32 322 222 5 | 2|322==23|22  23|22==2|322  32|22==322|2  32|222==322|22  322|2==32|22  322|22==32|222 | 3  5 1 20 | No |

## \* Pythagorean Numbers

***This problem is from the Java Basics Exam (26 May 2014). You may check your solution*** [***here***](https://judge.softuni.bg/Contests/Practice/Index/12#1)***.***

George likes math. Recently he discovered an interesting property of the [Pythagorean Theorem](http://en.wikipedia.org/wiki/Pythagorean_theorem): there are infinite number of triplets of integers **a**, **b** and **c** (a ≤ b), such that **a2 + b2 = c2**. Write a program to help George find all such triplets (called Pythagorean numbers) among a set of integer numbers.

### Input

The input data should be read from the console. At the first line, we have a number **n** – the count of the input numbers. At the next **n** lines we have **n** **different** **integers**.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

Print at the console all Pythagorean equations **a2 + b2 = c2** (a ≤ b), which can be formed by the input numbers. Each equation should be printed in the following format: "**a\*a + b\*b = c\*c**". The order of the equations is not important. Beware of **spaces**: put spaces around the "**+**" and "**=**". In case of no Pythagorean numbers found, print "**No**".

### Constraints

* All input numbers will be **unique** integers in the range [0 … 999].
* The **count** of the input numbers will be in the range [1 ... 100].
* Time limit: 0.3 sec. Memory limit: 16 MB.

### Examples

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| 8  41  5  9  12  4  13  40  3 | 5\*5 + 12\*12 = 13\*13  9\*9 + 40\*40 = 41\*41  3\*3 + 4\*4 = 5\*5 | 5  3  12  5  0  4 | 3\*3 + 4\*4 = 5\*5  0\*0 + 3\*3 = 3\*3  0\*0 + 12\*12 = 12\*12  0\*0 + 5\*5 = 5\*5  0\*0 + 0\*0 = 0\*0  0\*0 + 4\*4 = 4\*4 | 3  10  20  30 | No |